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Abstract
A framework for a design tool based on shape grammars is presented as an effective means for supporting the early stages of design. The framework uses a shape grammar interpreter to implement parametric shape grammars, allowing the grammar to be used interactively by a designer or optimization routine. A shape grammar to design inner hood panels of vehicles is introduced as an example of a parametric engineering shape grammar, and it is used with the framework to create standard and novel designs made possible by rules that take advantage of shape emergence.
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1. INTRODUCTION

Many classes of products and devices undergo repeated redesign because of changing design parameters and constraints. For these types of design problems, it is useful for the engineers and designers involved to have a computational tool that can build the product or part based on experience. Ideally, that tool would possess three key features: it would have a way to store knowledge about the class of products and the logic to successfully generate one of the products through interactions with a human user or computer process; it would reason directly with a sufficiently detailed geometric representation of the product, and the level of detail necessary would be dependent on the geometric intricacies of the product involved; and the tool would support the creation of novel instances of the product. Tools exist in the form of expert systems, which can perform some of the desirable tasks but with significant limitations. Traditional expert systems lack a sufficient geometric representation and general approach to reasoning about product forms. Additionally, they are unable to produce innovative designs that are more than just the sum of different combinations of the information contained within its set of rules.

In contrast, shape grammars have recently been shown to be an effective engineering design tool. They succeed in areas where traditional expert systems have failed because of their direct handling of and reasoning about geometry, their ability to operate on a parametric geometric representation, and their ability to support the emergence of shape (Agarwal & Cagan, 2000). A shape grammar defines the language of a product or part through a set of rules, which contain the logic behind the design of the device. Shape grammars are able to create novel designs through the emergence of shapes that are not directly added to the design but rather are created through the algebraic properties of shape.

This paper introduces a parametric shape grammar that models the inner hood panel of automobiles. The inner hood panel is the structural panel that is joined with the visible outer hood panel to form the hood assembly. The part consists of structural beams, hinges, the striker, hood support means such as a prop rod or gas struts, and other hood operational features. The properties of the hood, such as frequent redesigns and geometric features that define its function, make the inner hood an appropriate product to be modeled with a shape grammar. While providing the rigidity to the hood assembly, the inner hood panel must be designed to fit around the engine, battery box, and shock towers. Redesign of the inner hood panel is also necessary if any one of a number of related components is altered such as modifications to the outer hood panel appearance or
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changes in size or location of the uppermost components in the engine compartment. The inner hood panel shape grammar is the first engineering shape grammar to take advantage of emergence, which makes possible the generation of novel items, in this case, hoods. Figure 1 shows an actual inner hood, a representation of the structure of the same hood from the shape grammar (with labels removed for clarity), and a novel hood that was generated by an optimization routine.

This paper also presents a framework for a CAD system based on shape grammars, as shown in Figure 2. This framework allows us to illustrate the power of the hood grammar and its feature of emergence, but it also provides a means to implement and use shape grammar technologies in design practice. The rules of the shape grammar are implemented with a shape grammar interpreter. A user working with the grammar through an interactive loop chooses which of the applicable rules to apply and where to apply it. Alternatively, an optimization routine can make the choices presented by the interpreter concerning rule selection, application location, and parameters during instantiation. In this application an agent-based optimization technique associates the shape grammar rules with individual agents and provides an effective means for configuration optimization. After each rule application, the design is examined and, if it is deemed completed, it is passed along to the user; if not, the design is again modified by the user or the optimization routine. Unlike other engineering shape grammars, the hood grammar uses shape matching for determining rule applicability and location. Therefore, the interpreter has to be able to perform parametric shape recognition to implement the inner hood shape grammar and remain flexible in order to implement future grammars. The interpreter and the optimization routine are each described and demonstrated through their interactions with the shape grammar describing inner hood panels.

2. SHAPE GRAMMAR BACKGROUND

A shape grammar (Stiny, 1980) is a set of rules based on shape that is used to generate designs through a series of rule applications beginning with an initial shape. Rules take the form of \( a \rightarrow b \), where \( a \) and \( b \) are both shapes. A rule is applicable if the shape on the left-hand side, \( a \), can be found in design shape \( c \) by applying a set of transformations to shape \( a \). One such rule and design shape are shown in Figure 3. If the rule is applied, the shape on the left-hand side
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is subtracted from the design and that on the right-hand side is added to the design $c - \tau(a) + \tau(b)$, where shapes $a$ and $b$ undergo a transformation $\tau$ according to the transformation required to make shape $a$ a subshape of shape $c$. Figure 4 shows one potential shape match (highlighted in bold) for shape $a$ in shape $c$ from Figure 3. Application of the rule in Figure 3 to the shape match in shape $c$ can produce one of the four shapes on the right side of Figure 4, depending on orientation of the matched rectangle.

Shape grammars, which have their roots in the architectural literature (Stiny & Gips, 1972; Stiny, 1980), have recently found application in engineering. For example, Agarwal and Cagan (1998) introduced the coffeemaker grammar [Fig. 5(a)], Brown et al. (1994), the lathe grammar, Shea and Cagan (1997), the truss grammar, Agarwal et al. (2000), the MEMS resonator grammar [Fig. 5(b)], and Pugliese and Cagan (2001), the Harley motorcycle grammar. For further reference and discussion on engineering shape grammars, see Cagan (2001).

3. INNER HOOD PANEL SHAPE GRAMMAR

The inner hood panel designer is presented with various hood parameters concerning the placement and shape of the inner hood. The designer then follows a logical pattern to create the hood, according to the methods learned from previous designers and through experience. The designer is first given the shape of the outer hood panel and front fender and the location and shape of the automobile's frame in the vicinity of the hood. From this information the designer uses a rule of thumb to determine where the side cut lines of the hood are located. The location of the windshield glass then dictates the placement of the hood cut line near the windshield, and the front cut line is established last, based on the side cut lines and the frame structure in the front of the automobile. By following this process, the designer establishes the outline of the inner hood panel. From here the designer places the operational features and the structural beams, which avoid obstacles using structural integrity criteria as a guide. This logic behind the design of the inner hood is captured in the shape grammar rules.

![Fig. 4. A shape match of shape a in shape c is shown in bold. The four shapes that can be produced from rule application to the highlighted matching shape are also shown.](image)
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The inner hood panel was modeled with a shape grammar consisting of 28 rules that describe the addition and modification of structural members and operational features. The grammar was then implemented with our parametric shape grammar interpreter (McCormack & Cagan, 2000, 2001), and the process was ultimately linked with an agent-based optimization approach. The shape grammar interpreter enabled the implementation of the emergent properties of the hood grammar, which allowed powerful, encompassing rules to be written and novel designs to be created.

The inner hood panel shape grammar is a 2-dimensional grammar whose shapes are defined using points, lines, and labeled points and lines. The initial shape (Fig. 6) consists of the beams that make up the outer portion of the structure and rectangles, which represent the packaging obstacles around which the structural beams must be placed. Lines labeled $b$ represent beams and lines labeled $o$ represent obstacles. In order to represent a 3-dimensional object with a single line, labels are used to store additional information. The label $t$ stores the thickness of the beam, and the label $w$ stores the beam width. Label $h$ on beams and obstacles stores the height of the beam or obstacle from a datum (Fig. 7). By comparing the numeric values of the $h$ labels of an obstacle and a beam, the designer can determine if a beam passes over an obstacle or if the obstacle and beam occupy the same space. The list of labels to the side of the initial shape represents the global labels. The global labels are not associated with any geometric features but must also be matched when determining rule applicability. The
Fig. 6. The initial shape.

line in the initial shape labeled hinge pivot marks the location where the hinges attach to the inner hood. The global labels striker1, bumper domes1, hood support1, and hinges1 found on the initial shape are used to ensure the placement of the proper number of their associated features.

The rules are divided into two sets using the global labels coarse and fine. These labels refer to the level of detail within the rule. By dividing the design process into two stages, shape searches can be performed more quickly because the coarse representation contains fewer geometric entities than the fine representation. During the coarse setting the designer can add, subtract, and move geometric and operational features of the hood. The width of a beam is represented with labels during the coarse stage, allowing the rules that operate on instances of obstacle interference to modify shapes more easily because there are fewer line segments in the representation. The fine setting allows the designer to check for minor interference by representing the width of beams geometrically, but the designer cannot adjust most features.

Rules 1–7 in Figure 8 deal with the creation and placement of hood components and obstacles in the coarse stage of design. Application of rule 1 adds a beam between two other beams. Rule 2 adds a point that marks the location of

Fig. 7. A cross section of a hood panel beam.
Fig. 8. Rules 1–7 apply to the creation and placement of hood components and obstacles in the coarse stage of design.
the striker along with a label depth, whose numeric value stores the location of the striker on the width of the front beam and changes the global label striker1 to striker2 to prevent reapplication of the rule. Rule 3 adds a point to designate the location of the prop rod and changes the hood support1 global label to prevent rule reapplication. Rule 4 locates the bumper domes and changes the bumper dome1 global labels to prevent rule reapplication. Rule 5 adds gas struts to the side beams of the inner hood and also changes the hood support1 label. Rule 6 allows the user to add obstacles to the design. This allows the designer to model additions to the engine package within the confines of the shape grammar. Rule 7 places the hinges along the hinge pivot line.

Rules 8–10 (Fig. 9) are powerful rules, which take advantage of shape emergence. They can be used to rectify situations where a beam is interfering with an obstacle. From the interference, a pair of intersecting lines emerges. One line labeled b and the other line labeled o. The left-hand side of each of these rules features the intersection of a line labeled b and a line labeled o, which, when using a parametric shape recognition scheme, allows these rules to be matched to any parametric equivalent of the intersecting lines. Section 5 contains further discussion on the shape recognition strategy, which allows for these rules to cover instances of interference comprehensively. Rule 8 can be applied when a beam intersects an obstacle and the value of the height label on the beam is less than or equal to the value of the height label on the obstacle. Application of rule 8 moves the endpoint of the intersecting beam along the connecting line segment in order to rectify the interference. Similarly, rule 9 can be applied in the same situation as rule 8; however, application of rule 9 removes the interfering beam and replaces it with two beams to avoid the obstacle. The final method for correcting interference in the coarse design stage is to increase the height of the beam in order to have it pass over the obstacle. The designer would undoubtedly have restrictions on how high the beams could be moved. This situation is addressed in rule 10.

During the design process some features may need to be adjusted. Several rules were written to allow this change to be modeled within the confines of the grammar. Rules 11–14 (Fig. 10) allow features to be moved to new positions. The four rules work very similarly, recognizing features that are represented with labeled points and moving them to new locations on the same line on which they were originally located. Rule 15 moves the hinge pivot line, as well as the hinge pivot points, vertically to a new location.

Rules 16–18 (Fig. 11) change parameter values of beams by changing label values. Rule 16 allows the designer to change the beam width, rule 17 allows changes in the beam height, and rule 18 allows changes in the thickness. Application of rule 19 (Fig. 11) allows the removal of a beam.

---

**Fig. 9.** Rules 8–10 are for correcting obstacle interference.
Fig. 10. Rules 11–15 are the coarse stage feature adjustment rules.

Rules 20 and 21 (Fig. 12) are used to adjust obstacle parameters and locations. Rule 20 allows existing obstacles to be moved to new locations, and rule 21 changes the height of an object.

Rules 22–24 (Fig. 13) allow the designer to transition from the coarse rules to the fine rules (Rule 22) and from fine back to coarse (Rule 24). Rule 23 removes the geometric representation of the beam width.

Rules 25–27 (Fig. 14) let the designer work in the fine design regime. If there is fine obstacle interference, application of rule 25 places a notch in the beam so that the center line does not have to be moved. Rules 26 and 27 allow the designer to geometrically represent the width of a beam. In the coarse design stage, only a label represents the beam width, but the geometric representation of the beam width in the fine stage lets the designer perform a finer check for interference. Finally, if the appropriate global labels are present, rule 28 (Fig. 14) can be applied and the design is completed.

The 28 rules of this shape grammar can be applied in any order, providing that a match for the left-hand side of the rule can be found.
4. SHAPE GRAMMAR INTERPRETER

Shape grammars serve as useful guides to a designer when used on paper but can be even more valuable if they are implemented and used as a computer tool. As shown in the framework in Figure 1, the interpreter takes the rules of the shape grammar and performs three key tasks for implementation. First, it determines if a rule can be applied by searching for an instance of the rule’s left-hand side shape in the working shape. Second, the interpreter determines where that rule can be applied by finding all instances of the rule’s left-hand side shape in the working shape. Third, it possesses the functionality to apply a rule by working interactively with a user or optimization routine. Traditional interpreters (Krishnamurti, 1980) have employed a shape matching scheme wherein the left-hand side shape has been transformed using a combination of translation, rotation, and scaling to find a match in the working shape. Unfortunately, the shape matching schemes of traditional interpreters do not often meet the needs of engineering grammars, which require parametric handling of shape. In some complex grammars, each rule is accompanied by text explaining what the writer intends as a shape match. This is necessary because the rule writer’s intentions do not always match the interpreter’s shape matching scheme. This ultimately leads to three unfortunate consequences: rules do not rely on shape recognition for determining rule applicability and instead rely on label matching, thereby eliminating opportunities for shape emergence, the creative potential tailored within shape manipulation; rules have to be implemented individually, requiring an unacceptable amount of time, possibly 6–12 months for a large rule set (typically around 50 rules); and rule sets are generally larger, requiring multiple rules to model subcases covered by a single parametric rule that uses shape recognition.

As an example of the limitations of shape matching using translation, rotation, and scaling of entire shapes, consider rule 9 (Fig. 15). The rule is to be applied to any situation...
where a line labeled $o$ and a line labeled $b$ intersect. An attempt to match the shape using only translation, rotation, and scaling will exclude desired matches such as properly labeled lines that meet at a different angle or lines with a different ratio of lengths (Fig. 16). Shape grammar interpreters employing this shape matching scheme would be insufficient.

However, the hood grammar was implemented with a shape grammar interpreter created by us (McCormack & Cagan, 2000, 2001) that gives the designer freedom to use shape recognition where matching does not have to be uniformly applied to an entire shape and is customizable to the user’s needs. This interpreter allows not only the hood grammar but also other grammars to be implemented very quickly.

Fig. 12. Rules 20–21 are for adjusting obstacle parameters and locations.

Fig. 13. Rules 22–24 apply to transitions between the fine and coarse stages of design.
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Fig. 23. Continued.
puting the values of the objective and penalty functions, and then, based on that data, deciding what facet of the design needs to be addressed. The manager agent uses a bookkeeping system to track how each rule affects the objective and penalty functions and uses that history to probabilistically determine which rule is more likely to address the current need. Each shape grammar rule is associated with an instantiation agent that, when called upon, can work with the shape grammar interpreter to apply its rule, providing the interpreter with the parameters that it needs to complete the rule application. The instantiation agent sets parameters by having knowledge of the objective function and tests its own effect on the objective function at coarse increments. After a rule is applied, the manager agent keeps the new design if it is better than the previous and probabilistically selects to keep a poorer new design according to the annealing schedule.

The evaluation of the hood consists of determining the weight of the hood and the quality of the placement of the structural beams. The lengths of the beams are summed and serve as the weight. The quality of beam placement is determined by the location of beams with respect to four key zones (Fig. 24). If a beam does not pass through each of the key zones, a penalty is assessed. A penalty is also levied for each beam that interferes with a portion of the engine, battery, or other under-hood obstacle. Some preliminary designs that were created from this exploratory optimization work are shown in Figure 25. These hoods were generated within 100 iterations (or attempted rule applications) performed by the agents. It is worth noting that the agents created the hood with a symmetrical beam configuration [Fig. 25(b)] in only 4 iterations. The symmetrical design in Figure 25(b) avoids all penalties by avoiding obstacle interference and placing beams through all four key zones. The hood in Figure 25(a) is a lesser quality design; it avoids interference but only places beams in three of the key structural zones. The other designs in Figure 26 were produced from other runs.

The objective function values of the designs in Figure 25(a,b) are 904 and 641, which represent a typical design and the best design, respectively. The mean value of the objective function of the best design per run is 938, where the best value was achieved on average by the 49th iteration. Objective function values often increased in the second half of the run due to the simplicity of the good solutions as well as the stochastic nature of the approach. The optimization work performed in this project could be improved and built upon by addressing the simulated annealing or agent portion of the approach, however, as a first effort, it met our needs in demonstrating the automation loop of the grammar-based design tool framework (Fig. 2).

7. CONCLUDING REMARKS

This work demonstrates the potential effectiveness of the shape grammar based computational tool. Our work and previous efforts show that a shape grammar is an effective way to represent the language of a class of parts and products. The interpreter makes it possible to implement shape grammars with a customizable, parametric shape recognition algorithm that allows a user or an optimization scheme to work interactively with the grammar. By allowing the designers to work with parametric shape grammars whose rules employ shape recognition, the ability to create novel designs through shape emergence is possible.

The level of detail represented in the grammar is a function of what the designers wish to accomplish with the grammar and current limitations in the types of shapes supported by the shape grammar interpreter. If the designers wanted
to include additional details, this would be possible, but for our purposes, the level of detail was appropriate because we showed that the agents coupled with the shape grammar interpreter could create hood designs while dealing with hood packaging issues and providing sufficient structural support within the context of the shape grammar.

The automation work was exploratory but served as a test bed for future optimization problems based on shape grammars using a similar approach. The current objective function is useful for the early stages of inner hood panel design. Downstream analysis or refined optimization would require a more detailed structural evaluation.

It is also apparent that an in-depth optimization must include an objective function that evaluates the true quality of the design. The shape grammar rule writer should keep this in mind and should include sufficient detail in the grammar used in downstream design so that the quality of the designs produced can be properly evaluated. In order to include sufficient detail the grammar writer may have to move to 3 dimensions, include curves, or simply include additional 2-dimensional detail. The concepts in this paper concerning shape grammars, implementation, and potential optimization as a computational tool can be applied to the design of other car panels, car parts, or other products.
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